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ABSTRACT
In order to support students struggling with learning to program,
we designed new learning material, around two basic principles
from recent research on introductory programming education: pro-
pose program comprehension tasks [4] besides writing tasks, and
teaching strategic programming knowledge explicitly [5].

Such material may be of interest for high school teachers and
academics teaching programming to novices. It was prepared and
used in the context of a peer tutoring initiative targeted at under-
graduate students of our CS degree program. We look for feedback
and possible collaborators from other institutions, in order to carry
out a methodologically sound investigation to measure the quality
and effectiveness of the instructional material.
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1 MOTIVATION AND RELATEDWORK
A significant feature that differentiates expert and novice pro-
grammers is their strategic knowledge [5], i.e., knowing stereo-
typical solutions to typical problems (so-called plans in Soloway’s
approach [6]) and being able to apply, tailor, and combine them
to solve new problems. Many authors suggest explicitly teaching
strategic knowledge [2, 6], since for many students this represents
a real challenge.

Program comprehension, i.e., the process of building a “mental
model of a program” [4], is also an important skill to acquire in
order to learn to program [1]. However, programming courses often
neglect it, mostly focusing on code writing.

2 THE MATERIAL
The material we designed focuses on these topics: issues concerning
input and plans for handling them; concepts and terminology re-
lated to goals and plans [6], in particular basic algorithmic iteration
plans, as those listed in [2, 3]; the different ways in which plans
can be composed to achieve aggregate goals.
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For each topic, a brief and schematic written presentation is
followed by a sequence of decreasingly scaffolded exercises: stu-
dents are assigned program comprehension tasks that help them
identify and recognize plans and/or their composition in code snip-
pets, while associating them with the corresponding goals; they are
guided in completing, fixing or writing given plans; they are guided
in analyzing program requirements in order to identify the goals
and to design the appropriate plan/composition of plans; finally
they are required to write programs from scratch, starting from
requirements specifications written in natural language.

The material is available at https://aladdin.unimi.it/procosk.

3 VALIDATION
The general reception of the material was positive; students showed
to have become aware of the importance of all the different pro-
gramming skills, including the ability to reason about code, and they
claimed that they did improve (see mean values in the table below).
The goal/plan approach was very diversely received: “reflecting on
programming abstractions” and “activities on recognizing patterns”
were mentioned among the positive aspects; whereas someone
critiqued the “focus on formalities (as recognizing patterns)”.

Self-evaluate your skills (from 1 = none, to 4 = total) Before After ∆

Trace a piece of code on a given input 1.94 2.88 0.94
Detect errors in a piece of code 2.06 3.00 0.94
Apply to a new problem solution already seen 1.94 3.00 1.06
Recognize problems that are similar 2.00 2.97 0.97
Write programs starting from requirements spec. 1.91 2.81 0.91

Wewill assess the effectiveness of the material and the feasibility
of its use in classes. The study may include interventions based
on the material, and assessed with pre- and post- tests or with the
analysis of programs written by participants. Feedback on the study
design and possibile collaborators are welcome.
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